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1. 主要实验步骤

|  |
| --- |
| 本实验的主要目标是实现银行家算法，确保在资源分配过程中系统能够避免进入不安全状态，从而防止死锁的发生。实验的主要步骤如下：  1. 初始化数据  Available：表示系统当前可用的资源数。  Max：表示每个进程所需的最大资源数。  Allocation：表示每个进程当前已分配的资源数。  Need：表示每个进程还需要的资源数。  代码中初始化了这些数据结构：  int available[] = new int[]{3, 3, 2};  int max[][] = new int[][]{  {7, 5, 3},  {3, 2, 2},  {9, 0, 2},  {2, 2, 2},  {4, 3, 3}  };  int allocation[][] = new int[][]{  {0, 1, 0},  {2, 0, 0},  {3, 0, 2},  {2, 1, 1},  {0, 0, 2}  };  int need[][] = new int[][]{  {7, 4, 3},  {1, 2, 2},  {6, 0, 0},  {0, 1, 1},  {4, 3, 1}  };  2. 展示数据  通过 showData() 方法输出系统的当前状态，包括每个进程的最大资源需求、已分配资源和还需要的资源。  3. 资源请求处理  使用 change() 方法处理用户输入的资源请求，首先判断请求是否合法，然后更新系统的 Available、Allocation 和 Need 数组，并调用 checkSafe() 方法验证系统是否处于安全状态。  4. 安全性检查  checkSafe() 方法实现了银行家算法的安全性检查流程，通过模拟资源分配过程，判断系统是否能够进入一个安全序列。如果找到一个安全序列，则系统处于安全状态；否则，系统进入不安全状态，需要回退。  boolean checkSafe(int a, int b, int c) {  int work[] = new int[3];  work[0] = a;  work[1] = b;  work[2] = c;  boolean finish[] = new boolean[5];  int i = 0;  while (i < 5) {  if (!finish[i] && need[i][0] <= work[0] && need[i][1] <= work[1] && need[i][2] <= work[2]) {  for (int m = 0; m < 3; m++)  work[m] += allocation[i][m];  finish[i] = true;  i = 0;  } else {  i++;  }  }  for (i = 0; i < 5; i++)  if (!finish[i])  return false;  return true;  } |

1. 实验结果

|  |
| --- |
| 1. 初始状态输出  程序运行后首先输出系统的初始状态：  进程号 Max Allocation Need  A B C A B C A B C  0 7 5 3 0 1 0 7 4 3  1 3 2 2 2 0 0 1 2 2  2 9 0 2 3 0 2 6 0 0  3 2 2 2 2 1 1 0 1 1  4 4 3 3 0 0 2 4 3 1  请输入要请求的进程号(0--4):  1  请输入请求的资源数目  A资源的数目: 1  B资源的数目: 0  C资源的数目: 2  能够安全分配 |

1. 实验遇到问题及解决

|  |
| --- |
| 1. 问题：初次实现时安全性检查出错  在编写 checkSafe() 方法时，初始版本的循环逻辑存在问题，导致不能正确识别安全序列。  解决方法  通过重新审视银行家算法的步骤，优化了循环条件和 work 数组的更新逻辑，确保每个未完成的进程在满足条件时都能分配资源。 |

1. 总结

|  |
| --- |
| 通过本次实验，我们实现了银行家算法，验证了其在资源分配中的应用。银行家算法是一种有效的避免死锁的策略，在实际的操作系统资源管理中具有重要意义。通过本次实验，我们深入理解了资源分配与安全性检查的过程，并掌握了如何通过编程实现复杂的算法逻辑。  本实验还帮助我们提升了编码能力，尤其是在处理用户输入和实现算法的关键步骤时，学会了如何调试和优化代码。未来可以尝试扩展银行家算法，支持更多类型的资源和更加复杂的进程调度场景。 |